Abstract. Generating realistic test data is a major problem for software testers. This problem is very severe for certain input types that are hard to generate automatically. Previously we proposed a novel automated solution to test data generation that exploits existing web services as sources of realistic test data. One of the issues for this research agenda is the ability to select/use services with high reliability and low cost. We formulate this as an optimisation problem and suggest the use of multi-objective optimisation approaches as a possible solution.

1 Introduction

In SOA, it is often possible to assume that there may exist many services that provide the same functionalities. The ability to choose a suitable service is one of the major advantages provided by SOA. This ability is provided by a well-known concept called Quality of Service (QoS) in SOA.

QoS requirements generally refer to non-functional qualities of services [2, 8]. According to Wan Ab. Rahman [8] the most common QoS requirements are service time, performance, reliability, execution price (price from here on), availability and security.

We have developed a tool called ATAM, that composes services to provide service mashups that are able to provide realistic test data to test other services. For example, to produce a real ISBN (one that corresponds to a real book) ATAM might compose a bookstore service with a source of likely author names. ATAM is able to generate arbitrary service compositions to find even more elaborate real-world test data.

Our motivation came from one of the case studies we used during the evaluation of ATAM [3]. In this case study, we generate ZIP codes by sequencing the Google search service along with two other services: a service, $S_2$, that finds IP addresses for domain names and another service, $S_3$, that provides the location information of IP addresses. The functionalities provided by these three services are very popular and there are many other web services and websites with these functionalities. We found 31 internet search websites, 13 websites providing the functionality of $S_2$ and 40 websites providing the functionality of $S_3$. Some of these websites such as Google, Bing and Yahoo already provide web services using REST and SOAP protocols.
In our case study scenario, assuming all the mentioned websites are also available as web services, our case study will have $31 \times 13 \times 40 = 16,120$ potential solutions for generating ZIP codes. This scenario is merely a simple illustrative case study. In a scenario where the solution consists of a 7-service sequence with only 15 candidate services from which to choose, the number of potential solutions would be $15^7 = 170,859,375$. Such search spaces are to be expected when using ATAM. ATAM’s ability to discover all possible service compositions for generating the required test input, will tend to increase the size of candidate service set.

The current version of ATAM uses the discovered services in the order from the search results. As a result, ATAM does not always use the most suitable solution. The two main problems surrounding the service selection were:

1. ATAM requires the ability to select and use services with higher reliability.
2. ATAM requires the ability to select and use services with low price in order to reduce cost of test data generation.

Since ATAM uses services with semantic descriptions that include QoS parameters, the obvious solution to the two problems stated above is the use of QoS parameters in our test data generation process. We recognized this problem as an optimisation problem. In the test data generation process we want to use services with higher reliability to maximise the reliability while use low cost services to minimise the cost of generating test data.

The advantages of the proposed application of multi-objective optimisation to our test data generation approach are:

1. Reduced cost: Ability to select and use services with lower cost.
2. Increased efficiency: Ability to select and use services with high reliability.

The rest of this paper is organised as follows. Section 2 discusses existing test data generation approaches that use optimisation and reviews ATAM and the test generation process it uses in detail. Section 3 explains the proposed multi-objective optimisation for our approach. Section 4 concludes the paper.

2 Background

2.1 Test Data Generation and Optimisation

Multi-objective optimisation is not new to test data generation domain. Lakhotia et al. [4], Oster and Saglietti [5] and Pinto and Vergilio [6] already proposed multi-objective test data generation. These approaches mainly focus on structural coverage as the main objective and use additional objectives such as execution time, memory consumption and size of test set. There are other approaches such as Sagarna and Yao [7] where branch coverage is formulated as constraint optimisation problem. Similarly, Alshahwan and Harman [1] used a single objective search based testing approach to generate test data to achieve branch coverage of server side code in PHP. The use of multi-objective optimisations in test case selection has also been proposed. For example, Yoo and Harman [9] used objectives such as code coverage and execution cost in test case selection.
2.2 ATAM Service-Oriented Test Data Generator

ATAM is capable of generating realistic test data, such as ISBNs and ZIP codes, using existing semantic web services [3]. ATAM is capable of generating realistic test data for any semantic system. In order to generate test data, ATAM searches for services that can provide the data needed as test input. ATAM minimises the manual input required by using three benefits provided by semantic SOA:

1. Ability to discover services automatically.
2. Ability to invoke services dynamically.
3. Ability to discover relations between service inputs and outputs using ontological descriptions.

ATAM searches for services providing the required data regardless of their inputs. As a result, service search queries may return multiple individual services with different inputs but provide the required test inputs. In these cases ATAM provides the tester with multiple possible solutions.

In some cases, the required test input might be generated using multiple services. This is because ATAM not only searches for services that provide the required test input, but also performs the search process for previously discovered services (which provide the required test input) in order to automate the test data generation process. As a result, in situations where input data for the discovered services can be provided by other services these input-output dependent services form a ‘service sequence’.

A search result might contain many services with the same input(s) and the output. In such a situation, performing the discovery process for all these discovered services requires running the same query several times. This is an unwanted side effect that increases the time and cost of service discovery. In order to prevent this, ATAM performs a grouping process where services with same inputs and outputs are grouped together. The definition of each service group is used in service sequences rather than the actual services themselves. As a result, a sequence forms a template solution for all potential solutions that can be constructed using one service from each of the service groups in this sequence.

ATAM is able to discover and provide many of the possible ways that a test input can be generated using the existing services. Some of the issues regarding having multiple options can be formulated as optimisation objectives for a multi-objective SBSE approach to optimised realistic test input generation.

3 Multi-objective Optimisation

In this section, we explain the two necessary elements that are required in the multi-objective optimisation approach we propose here: the objective function and genetic operators.

3.1 Objective Function

We introduce two different functions for the two QoS parameters we intend to use in the next version of ATAM: price and reliability. The reason for having two
different objective functions is caused by our perception of combined reliability in service sequences.

The objective function for the price parameter is straightforward. The function is the sum of the costs of all services in a required service sequence. In our approach we considered price as an objective rather than a constraint in order to allow the tester to explore all the possible solutions on the pareto-optimal front. The following is introduced as the objective function for minimising total cost of test data generation:

\[ \text{Minimize } \sum_{i=1}^{n} p_{s_i} \]

where \( n \) is the total number of services in the selected sequence and \( p_{s_i} \) is price of the \( i \)th service.

The objective function for the reliability is not as straightforward. The reliability of a service sequence is as high as the combined reliability of services used. We introduced the concept of ‘combined reliability’ because the reliability of an individual service is not solely defined by the behaviour of that service in isolation. Rather, the reliability of a service \( S \) also depends on the reliability of the service sequence that generates the necessary input for \( S \). Figure 1 illustrates an example solution and explains necessary concepts in reliability calculations.

Fig. 1: Example service sequence scenario for generating realistic test data generation using services. In the figure, each node represents a service used in this sequence. In this scenario service \( S_1 \) is the service that provides the required test input. The services on the other end, such as \( S_5, S_6 \) and \( S_7 \), are services that either require tester input or automatically generated input using a predefined algorithm. Each edge in the figure represents an input required by the service that targeted by the edge. The source of the edge is the service that provides the required input. For example, in this scenario, the input for \( S_1 \) is provided by \( S_2 \).

We combine the two reliability parameters and formulated combined reliability (cr) of a service as:

\[ cr(S_n) = r_{S_n} \times ir(S_n) \]

where \( cr(S_n) \) is the combined reliability and \( r_{S_n} \) is the reliability of the service \( S_n \) and \( ir(S_n) \) is the reliability function that calculates the combined reliability of the services that provide inputs for \( S_n \).
The reliability calculation for inputs \( (ir(S_n)) \) varies based on the number of services providing the input. This is because in our approach a service in the sequence can get the required inputs in two possible manner:

**case1** *From the tester or predefined algorithm:* In this case, the input reliability of the service is accepted 100\% reliable (i.e. reliability score = 1.0). Services \( S_5, S_6 \) and \( S_7 \) in Figure 1 are examples to this case.

**case2** *From some arbitrary number of services:* In this case, the input reliability of the service is equal to the lowest of the combined reliability of the services that provide its inputs. For example, service \( S_3 \) takes input from one service \( S_5 \) while \( S_4 \) takes input from two services \( S_6 \) and \( S_7 \) as depicted in Figure 1.

In the light of these definitions, we formulated our input reliability function to suit these two cases as follows:

\[
ir(S_n) = \begin{cases} 
1.0 & \text{if } S_n \text{ is case 1} \\
\text{MIN}(cr(S_{i_1}^n), cr(S_{i_2}^n), \ldots, cr(S_{i_{\text{in}(S_n)}}^n)) & \text{if } S_n \text{ is case 2}
\end{cases}
\]

where \( S_{i_1}^n \) is the service providing \( i \)-th input for service \( S_n \) and \( \text{in}(S_n) \) is the total number of inputs service \( S_n \) has.

The reliability score of a service sequence is equal to the combined reliability of the first service in the sequence (service at the highest level). In the light of the given combined reliability calculation, the objective function for maximising the total reliability is formulated as:

\[
\text{Maximise } r_{S_1} \times ir(S_1)
\]

### 3.2 Representation and Genetic Operators

After discovering all possible service sequences ATAM applies the optimisation process to each service sequence separately. For optimisation an initial population is generated using the discovered service groups that form the selected sequence. Each solution in the initial population is generated by randomly selecting a service from each service group. The definitions of the mutation and crossover operators are also needed for optimisation. ATAM was implemented in a way to facilitate these operators with grouping mechanism and sequence building. The mutation operator will replace a service with another service from the same group. The crossover operator will replace services that provide the input of a certain service in the current solution with service(s) from the other solution that provides the same input. Figure 2 illustrates these genetic operators.

### 4 Conclusion

In this paper, we proposed optimisation in the field of service-oriented test data generation. We focused on the cost of test data generation and the effectiveness of the test data generation approach as our two primary objectives. Other QoS parameters such as service response time can also be introduced as objectives to further improve our test data generation approach.
Fig. 2: The mutation and the crossover operators
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